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Abstract. Due to technological advance of software applications in cloud computing, maritime 

software industry has a special spot. Starting with 2020, because of the cybersecurity threats 

and the attacks that took place (e.g., FireEye, SolarWinds), it is very important to redesign and 

adopt a critical thinking about data privacy, to implement serious security policy and develop 

high secure software code. The importance of software reliability and secure communication 

between shore and sea represents an important challenge on which we need to focus. This 

article comes as an encouragement and its aim is to provide an approach for providing a certain 

level of confidence of the data that are exchanged between shore-side and sea (e.g., documents, 

messages). The approach is defined by a searchable symmetric encryption scheme that will 

allows a party to outsource the documents to another party in a private and dedicated manner. 

In this way the users will have the possibility to access their data by searching directly over the 

encrypted data using specific keywords. 

1.  Introduction 

Searchable Encryption (𝑆𝐸) a unique mechanism for allowing encrypted data to be outsourced to an 

untrusted and potential third-party service provider [26], giving to the user the possibility to search 

directly over the data that are encrypted [30]. SE represents a particular case of homomorphic 

encryption [40]. 

Let’s imagine the following general scenario [26], we assume that we have a data owner (𝐷𝑂) that 

has some documents 𝐷 = {𝑑1, … , 𝑑𝑖} and he wants to store them on a server (𝑆), but in the same time 

there is another user, let’s call him 𝐵𝑜𝑏, that he wants to access those documents using a query. If we 

want to achieve this goal, the 𝐷𝑂 has to encrypt the documents using 𝐵𝑜𝑏′𝑠 public key and then the 

𝐷𝑂 will store those documents on the server. When 𝐵𝑜𝑏 wants to access some documents, he will 

initiate a query (𝑞) based on a keyword (𝑘𝑤) or keywords 𝐾 = {𝑘𝑤1, … , 𝑘𝑤𝑛}, he will generate a 

value using a function called trapdoor (𝑇) based on his 𝑘𝑤 or 𝐾 and his private key (𝑝𝑟𝑣𝑘). Once 

𝐵𝑜𝑏 will compute the 𝑇 function, he will be submitted to the server where there is an 

algorithm/service that will perform the searching operation and the output will be represented by the 

documents which meet the criteria given by 𝐵𝑜𝑏. 

Another scenario, which is more practical [26], can be seen or imagined in a company that wish to 

develop a software solution that is based on social security numbers (SSNs) that are obtained from the 

clients. One of the best practice’s states that an SSN should ne encrypted if it is not involved in a data 
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process. At the same time, the employees will have access to the client’s SSN’s when they will search 

for a client account – a typical case of plaintext. A normal question is being raised: what will happen if 

the employees will not be able to see the SSN in plaintext? This is the point where a searchable 

encryption scheme comes and provides solution for the current situation and solve the mystery. 

Based on the above scenarios, we can say that 𝑆𝐸 [3] represents a mechanism that gives the 

possibility for a user to initiate queries and to search on encrypted content for a specific 

data/document(s). 𝑆𝐸 is also a very sensitive mechanism, a wrong implementation or designing 

process of the algorithms, could be quite devasting for a complex infrastructure (e.g., cloud computing 

[32], big data [33] etc.). Also, 𝑆𝐸 has a large area of domains with complex systems and 

infrastructures in which it can be applied with success, such as healthcare, physics, meteorology, 

agriculture, IoT etc. 

The main objective of our work is to provide a practical approach that it can be used to implement 

searchable encryption for maritime software application in complex infrastructure, such as cloud 

computing. 

The paper structure. The paper is divided in five sections as follows: 

• Section 1 – Introduction. The section provides a short introduction for searchable 

encryption and presents two scenarios where searchable encryption can be applied 

practically. 

• Section 2 – Searchable encryption components. In this section the main components of a 

searchable encryption are presented, a set of questions for implementation are presented 

with the goal to make the process of implementation much clearer. There are two sub-

sections, 2.1. Entities that describe the role of each entity/participant in the searchable 

encryption scheme, and 2.2. Types that present two categories of the searchable encryption 

techniques (SSE – searchable symmetric encryption and PEKS – public encryption with 

keywords [7-10]). 

• Section 3 – Basic example of implementation. The section describes a simple example of 

implementation, providing an intuitive source code of how an implementation of searching 

and querying operations should look like. 

• Section 4 – Proposed idea. The section will discuss in depth the implementation of several 

algorithms from a searchable encryption scheme. 

• Section 5 – Conclusions. The section summarizes the main achievements, what challenges 

were experienced and how they were fixed. 

2.  Searchable encryption components 

We will use the term entities to describe the persons (e.g., Data Owner, Data User, Server etc.).  

A 𝑆𝐸 scheme can be characterized by two components: entities and algorithms. Each of these 

components have a precise role and objective. In Section 2.1 we will discuss about the entities, what 

they represent and what is their main goal/objective in a 𝑆𝐸 scheme. 

2.1.  Entities 

Starting from the implementation process of a software application or system, there are couple of 

aspects that are recommended to be clarified before the implementation should start. This being said, 

the following questions are valid: 

• Who will operate the application?  

Answer in accordance with a searchable encryption scheme: Data User, Data Owner. 

• Who will provide maintenance? 

Answer in accordance with a searchable encryption scheme: Data Owner, Administrator. 

• What types of data are we dealing with and who can access them? 

Answer in accordance with a searchable encryption scheme: encrypted documents that 

have a keyword (𝑘𝑤) or keywords (𝐾) attached. Also, the keywords are encrypted and 

stored accordingly. 



 

 

 

 

 

 

• Where the data will be stored?  

Answer in accordance with a searchable encryption scheme: Server, Cloud environment 

[2], Big Data [19], fog computing, edge computing [18, 20] etc. 

• What security mechanisms should be addressed?  

Answer in accordance with a searchable encryption scheme: searchable encryption (SE), 

symmetric searchable encryption (SSE) or public encryption with keywords (PEKS). 

• What infrastructure will be used for the entire software system (e.g., cloud computing, big 

data, fog computing [38], edge computing etc.)? 

Answer in accordance with a searchable encryption scheme: Any architecture that respects 

the principles of a secure architecture and provides the proper security mechanisms that 

will guarantee the confidentiality, integrity and authenticity of the data. A searchable 

encryption scheme should be flexible, easy to adapt to the software applications and to the 

types of data and data formats [36]. 

These questions surround the 𝑆𝐸 mechanism and the following entities are involved within the 

entire process of implementation: 

• Data Owner (DO). As we mentioned in the beginning, a 𝐷𝑂 has a set of 𝑛 documents, 𝑛 ∈
𝐷, where 𝐷 = {𝑑1, … , 𝑑𝑛}. Each document is described by a keyword (𝑘) or set of 

keywords (𝐾). Before proceeding further with storing those documents on the server, the 

𝐷𝑂 will encrypt the documents based on a cryptographic algorithm. We will consider 𝐷𝑂 

as a trusted entity. 

• Data User (DU). A data user represents a person that is authorized to launch the search 

process based on queries (𝑄). This process will use a keyword or set of keywords and 

generate a trapdoor value. The value will be used to search in the encrypted content. The 

𝐷𝑈 will have the possibility to decrypt the received documents based on the private key. 

• Server (S). The role of the server is to store the encrypted data and to execute the 

algorithms for searching using the value from the trapdoor. The server represents a critical 

point, but for our work we will consider it as a semi-trusted or honest-but-curious. This 

means that it will execute the search algorithms as instructed and provide an analyze of the 

data that was given to it.  

A very good observation that can be mentioned at this point is based on the fact that the 𝐷𝑂 can be 

considered a 𝐷𝑈.  

2.2.  Types 

Generally speaking, there are two important categories of searchable encryption schemes that are 

currently having an applied potential in real case scenarios: symmetric searchable encryption (SSE) 

[21] and public encryption with keywords (PEKS) [21].  

The first idea of 𝑆𝐸 scheme for cloud environments was proposed by Song et al. in 2000 [5], their 

contribution representing a pioneering work in the field of provably secure SE. In [26], Bosch et al. 

provide a survey about provably secure searchable encryption based on the two main SE techniques: 

SSE and PEKS. Their survey is focused on making a comparison between SE security, efficiency and 

functionality. It is easy to follow, being written in a language that makes it easy to understand with a 

very good foundation for security background. A SE are based on different techniques. The techniques 

covered by their survey are: Searchable Symmetric Encryption (SSE), Public Key with Keyword 

Search (PEKS), Identity-based Encryption (IBE), Hidden Vector Encryption (HVE), Predicate 

Encryption (PE), and Inner Product Encryption (IPE).  

Another technique that it seems to be powerful enough and has potential in real applications is 

represent by Multi-Keyword Rank Searchable Encryption (MRSE) [41].  

In 2019, Su et al. [1] propose a verifiable multi-key searchable encryption (VMKSE) scheme for 

cloud computing based on multi-key searchable encryption (MKSE). Their scheme is based on fine-

grained data sharing [4] for the authorized users. The main contributions are promising, as the scheme 

is based on Garbled Bloom Filter and they define a security model with a strong security and 



 

 

 

 

 

 

efficiency analysis for their proposed scheme, making their idea gaining trust and to give a chance to 

be implemented in a real environment. 

In a symmetric searchable encryption scheme (SSE) the key used for encryption is used as well as 

for decryption, being carried for other algorithms from the scheme. In public encryption schemes with 

keyword search (PEKS), two cryptographic keys are used, public key (𝑝𝑢𝑏𝑘) and private key (𝑝𝑟𝑣𝑘). 

Next, we will continue with the general steps (algorithms) of a symmetric searchable encryption 

(SSE) scheme and we will provide a short analysis of the main goals of each of the algorithms. 

Usually, a 𝑆𝐸 has four main algorithms and depends on the situations (complexity, complex processes, 

functionalities, complex architectures etc.) extra- algorithms can be added. This being said, the main 

four algorithms that should be included in such scheme, are: 

1. KeyGeneration. The algorithm is invoked and run by the DO. To call this algorithm, the 

DO need to provide the security parameter 𝜔. Based on 𝜔, the algorithm will output the 

private key (𝑝𝑟𝑣𝑘𝑒𝑦). 

2. BuildIndex. The algorithm is creating an index structure [6] and is being run by the 𝐷𝑂. 

One of the input parameters is represented by the secret key (𝑠𝑘) and the set of documents 

𝐷. The output will be an index structure 𝐼. 

3. Trapdoor. This algorithm is run by 𝐷𝑈. Based on the 𝑘𝑤, the algorithm will generate a 

trapdoor value. Using the trapdoor value, the algorithm will proceed with searching 

process. The trapdoor function will need for the searching process the 𝑠𝑘. The output is 

represented by a trapdoor value that usually is noted as 𝑇𝑘𝑤. 

4. Search. The algorithm usually is performed by the server. The input value for the algorithm 

is represented by the 𝑇𝑘𝑤 and 𝐼. An important observation is that the search algorithm does 

not make a simple matching of 𝑇𝑘𝑤 and 𝐼. 

3.  Basic example of implementation 

Even that searchable encryption has an amazing potential, theoretical and practical, sometimes is quite 

difficult to provide an implementation from scratch in regular software applications with respect for 

improving the quality of the software [35, 37]. This is happening due to the roughness of the 

algorithms – if we have a wrong implementation of the algorithms, then we will have a wrong 

encryption, leading in the end to a very poor security and many resources that are consumed.  

Depends on what is the goal of what we want to protect and the infrastructure in which the software 

application will be deployed, the practical implementations will be different. There are couple of 

practical implementations, such as Crypteron1 [14] or CryptDB2.  

Most of the practical implementations, such as CryptDB for example are vulnerable to attacks on 

the database server, but also on the encrypted query and encrypted results. In case of man-in-the-

middle attacks or exploiting the vulnerabilities of a server using dedicated tools (e.g., Metasploit, Kali 

Linux etc.), the results will not be so promising, and this will be shown in a future contribution. An 

interesting contribution for insider threats based on natural language processing and personality 

profiles is discussed in [31]. Insider threats should be treated with a maximum responsibility by the 

institutions as an untrained employee can cause security breaches and data leakages.  

In the following example, we will show how we can implement a searchable function for accessing 

some documents related in a software application for maritime industry. 

Below, in Code Listing 3.1 we can see an example of practical implementation for defining a query 

and receiving the messages, the implementation is done using C# 8.0 programming language [39]. 

These two functions represent Step 4 - Search from the general algorithms mentioned above. The 

implementation shown as an example is on the user side software application. The 𝐷𝑈 is the one who 

initiate the below implementation. 

 

 
1 Crypteron, https://www.crypteron.com/  
2 CryptDB, http://css.csail.mit.edu/cryptdb/  

https://www.crypteron.com/
http://css.csail.mit.edu/cryptdb/


 

 

 

 

 

 

Code Listing 3.1. A simple implementation for searchable encryption Search algorithm 

   public class MaritimeDocuments 

   { 

      public int DocumentID {get; set ;}  

              [Secure] 

      public string Keyword {get; set;} 

      [Secure(Opt.Search)] 

      public string query_based_on_keyword =  

               SE_SecureSearch.GetPrefix(“trapdoor value”); 

     var results = connection_database.MaritimeDocuments 

            .Where(p => 

            .DocumentKeywords.StartsWith(query_based_on_keyword));  

   } 

 

As we can observe from Code Listing 3.1, at a first sight it is quite simple to give an 

implementation for searching process, but if we pay attention to the implementation we can observe as 

well how easy is attack such implementation using software obfuscation attacks and techniques []. The 

main lines on which we need to focus are  and .  

In Line  we define a string variable that represents the query using a specific keyword (𝑘𝑤) or 

set of keywords (𝐾), and by using GetPrefix() with the trapdoor value we will be able to get the first 

records that meets the criteria (trapdoor value). The trapdoor value is computed as we shown in 

Section 2. In Line  we define an object that based on the content stored in 

query_based_on_keyword string variable from Line  it will return the documents that match the 

query. In Line , Opt.Search option will help developers to enable the searchable property for 

DocumentKeywords as shown in Line  . Before the search is being initiated, the keyword from the 

query is being processed by SE_SecureSearch.GetPrefix from Line . 

4.  Proposed idea 

In the following example, we have brought into discussion an idea of applied searchable encryption 

for a software maritime application (web or desktop) that can be adjusted and properly configured for 

a cloud architecture. 

As we mentioned before, it is very important to be aware about the participants into the system. 

Next example will show and demonstrate theoretically and practically how strong as security [11-13], 

powerful as computations, and complex as implementation a searchable encryption can be.  

The following scenario will be used to design the algorithms (which represents the theoretical 

background) and based on the algorithms we will provide a sketch for the implementation. The 

implementation sketch can be adjusted depends on the requirements of the maritime software 

application/system. 

The scenario is based on the participants that interacts with the software system and infrastructure, 

as follows:  

• the 𝐷𝑈 is in the possession of a set of documents 𝐷, making sure that the system is ready to 

generate the required keys, to provide encryption for them and send them to the cloud in 

order to store them; 

• the 𝐷𝑂 will have the chance and possibility to submit the queries for searching process to 

cloud [15, 16, 17]; 

• the cloud infrastructure [34] will store the documents as encrypted and it will call the 

search algorithm; 

The typical searchable encryption scheme proposed for a maritime software system contains a 

number of six algorithms, as follows: 



 

 

 

 

 

 

1. 𝐾𝑒𝑦𝑔𝑒𝑛(𝜔) → (𝑝𝑢𝑏𝑘𝑒𝑦 , 𝑝𝑟𝑣𝑘𝑒𝑦): based on the security parameter (𝜔) two keys are 

generated, public key (𝑝𝑢𝑏𝑘𝑒𝑦) and private key (𝑝𝑟𝑣𝑘𝑒𝑦). 

2. 𝐸(𝐷𝑖, 𝑝𝑢𝑏𝑘𝑒𝑦) → 𝐶𝑖: the encryption algorithm will encrypt the set of documents using the 

𝑝𝑢𝑏𝑘𝑒𝑦 and it will output a set of encrypted documents (𝐶𝑖). 

3. 𝐵𝐼(𝐷𝑖, 𝑘𝑤, 𝑝𝑢𝑏𝑘𝑒𝑦) → 𝐼: based on a certain document 𝐷𝑖, the keyword (𝑘𝑤) associated 

with the document and 𝑝𝑢𝑏𝑘𝑒𝑦, the algorithm will output the index structure 𝐼 that 

represents the association link between the document(s) and keyword(s). 

4. 𝑇(𝑘𝑤, 𝑝𝑟𝑣𝑘𝑒𝑦) → 𝑡𝑘𝑤: the trapdoor algorithm receives as input two parameters, 𝑘𝑤 and 

𝑝𝑟𝑣_𝑘𝑒𝑦, based on which he will output the trapdoor value (𝑡𝑘𝑤). 

5. 𝑆(𝑡𝑘𝑤, 𝑝𝑢𝑏𝑘𝑒𝑦 , 𝐼) → 𝐶: the searching algorithm receives as input the 𝑡𝑘𝑤, 𝑝𝑢𝑏𝑘𝑒𝑦 and 𝐼. 

The output of the algorithm is represented by the encrypted documents 𝐶 = {𝐶𝑖1
, … , 𝐶𝑖𝑘𝑤

} 

with their 𝑘𝑤 or 𝐾 associated. 

6. 𝐷(𝐶, 𝑝𝑟𝑣𝑘𝑒𝑦) → 𝐷: the role of the algorithm is to provide the decryption of the document 

or set of documents based on the 𝐶 and 𝑝𝑟𝑣𝑘𝑒𝑦. The output has the following 

representation 𝐷 = {𝐷𝑖1
, … , 𝐷𝑖𝑤

} ⊂ 𝑆, 𝐷 being the decrypted documents. 

Before proceeding further with the implementation of the algorithms, a set of guidelines should be 

taken into consideration before doing so. Those guidelines are: 

• The software architecture(s) (services etc.) and hardware infrastructure (server, database 

etc.); 

• The hardware infrastructure and how it is represented for the maritime software application 

and how the security and cryptographic mechanisms are used [35-38]. 

• Providing a separate and independent implementation of the algorithms with respect for 

architecture, in such way that each of the algorithms from the searchable encryption 

scheme. 

In the followings we will present the main important points of the implementation approach. For 

more details about our approach, a GitHub3 repository is available. The implementation is purely 

indicative, representing a starting point for future improvements, quite easy to be adjusted for other 

systems as well. 

In Code Listing 4.1. we will give an implementation for 𝐾𝑒𝑦𝑔𝑒𝑛(𝜔) → (𝑝𝑢𝑏𝑘𝑒𝑦 , 𝑝𝑟𝑣𝑘𝑒𝑦) 

algorithm, which is the first step of the proposed searchable encryption scheme. 

Code Listing 4.1. A simple implementation for searchable encryption key generation algorithm 

public class KeyGeneration  { 

      //** Step 1-the algorithm from KeyGeneration step (algorithm) 

      //** are runned and invoked by the data owner 

 

//** the function will return the policy,  

//** as a content or file 

public string GetPolicy(IServiceCollection policyService)  {     

    policyService.AddAuthorization(policyChoices => { 

        policyChoices.AddPolicy("Policy content", policy  

=>policy.Requirements.Add(new  

UserPolicy())); 

    }); 

    policyContent = policyChoices.ToString();  

 
3 SE_Sketch GitHub Repository, https://github.com/mmihailescu-hub/SE_Sketch  

https://github.com/mmihailescu-hub/SE_Sketch


 

 

 

 

 

 

} 

//** getting server identity can be tricky and it has 

//** different meanings, such as the name of computer, IP etc.  

//** For the current example we will use the hardware ID 

public string GetServerIdentity() {  } 

 

//** class constructor 

public KeyGeneration(){} 

 

//** generation of secret key, server key and public parameters 

//** “#” represents the separator 

public string ReturnParameters() { 

 StringBuilder sbParameters = new StringBuilder(); 

 

 sbParameters.Append(ownerSecretKey + “#” + 

serverKey + “#” +); 

publicParameters);  } 

} 

 

 

Let’s continue with the implementation and look over the third algorithm of the search encryption, 

which is represented by building the index 𝐵𝐼(𝐷𝑖, 𝑘𝑤, 𝑝𝑢𝑏𝑘𝑒𝑦) → 𝐼 and illustrated in Code Listing 4.2. 

For this work we skipped the second algorithm that is represented by the encryption of the documents 

due to the fact that it does not bring any genuine to the implementation as most of the cryptographic 

algorithms are known. 

Code Listing 4.2. A simple implementation for searchable encryption build index algorithm 

public class BuildIndex 

{ 

 //** Step 2 

 //** the algorithm from BuildIndex step (algorithm) 

 //** are runned and invoked by the data owner 

  

 //** constructor of the class 

public void BuildIndex(){} 

 

//** the function centralize the build index parameters 

//** after their initialization and processing 

public void UseBuildIndexParameters() 

{ 

LinkedList descriptionDataSet =  

new LinkedList(); 

string ownerPrivateKey = string.Empty(); 

string outputIndex = string.Empty(); 

} 



 

 

 

 

 

 

 

//** simulation of getting the data set and their 

//** descriptions 

public LinkedList GetDataSet() { 

 for(int i=0; i<dataSet.Length; i++) 

{ 

  LinkedList ll = new LinkedList(); 

  ll.Items.Add(dataSet[i],description[i]); 

 } 

} 

 

//** getting the private of the owner 

public string ownerPrivateKey() { 

 string privateKey = string.Empty(); 

  

 //** get the private key and work with it arround  

 return privateKey; 

} 

 

//** get the index 

public string Index() { 

 string index = string.Empy(); 

 

 //** implement the query for getting  

 //** or generating the index 

 return index; 

} 

} 

 

One of the most important and vital steps of the discussed searchable encryption scheme is 

represented by the fifth algorithm which consists in the search procedure - 𝑆(𝑡𝑘𝑤 , 𝑝𝑢𝑏𝑘𝑒𝑦, 𝐼) → 𝐶 (see 

Code Listing 4.3). 

Code Listing 4.3. A simple implementation for searchable encryption key generation algorithm 

public class Search 

{ 

 //** Step 5 

 //** the algorithm from Search step (algorithm) 

 //** are runned and invoked by the server 

  

 //** the constructor of the Search class 

 public void Search() {} 

 

 public string SearchQuery() { 

  string query = string.Empty(); 



 

 

 

 

 

 

  //** take the search query 

  return query; 

} 

 

public string Index() { 

  string index = string.Empty(); 

 

  //** take the search query 

  return index; 

} 

 

public string ReturnResult() { 

 string result = string.Empty(); 

 string setOfIdentifiers = string.Empty(); 

 

 //** based on the search query and index, 

 //** get the set identifiers of the data items 

 setOfIdentifier = “query for identifiers”; 

 

 //** build the result. “#” is the separator for 

 //** illustration purpose only 

 result = SearchQuery + “#” + Index; 

 

 return result; 

} 

} 

5.  Conclusions 

The current work represents a practical and unique approach for searchable encryption and it can be 

used in real environments, such as maritime software applications. 

The main idea of our work has been focused on providing a unique encryption mechanism for 

documents, that are exchanged between different users of a maritime software infrastructure using 

cloud computing as environment. Currently, the scheme has been tested on a virtual machine, such as 

VMware.  

The main challenges that we have experienced were based on huge amount of time dedicated for 

processing multiple queries (~200 queries per second). These situations were remediated by using a 

proper load balancing mechanism. For example, if we will implement the scheme for other fields, such 

as biology or health, the queries will suffer significant delays in being processed. In physics, where the 

amount of data that are resulting as output from different experiments [22-24] the processing time is 

exponentially increasing. 

As for future research directions, we have a list of tasks, such as improving the execution time 

(make it faster); providing complex encryption mechanism for documents that are stored in complex 

infrastructures; providing support for IoT environments and devices [25]; storing and securing 

complex media files and guaranteeing extra security mechanisms [27, 28]; and providing completely 

anonymous authentication mechanisms for users and for different systems, such as e-passports or e-

lottery systems [29].  
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