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Abstract.  Software interfaces  enable communication between different system components,
regardless of platform, language, or hardware. They integrate existing components and make
development easier. Protocols and technologies like XML, JSON, and WebSockets facilitate
this  communication.  As  technology  evolves,  interfaces  will  become  more  complex  and
specialized for real-time communication, particularly in IoT. Effective interfaces are essential
for  modern  software  development.  In  this  article,  we  analyzed  various  communication
protocols considered for the implementation of the Platmarisc project (including REST, XML-
RPC, RPC, SOAP, JSON-RPC, GraphQL, HTTP POST, WebSockets, and MQTT).

1.  Introduction
Software interfaces are a key element in the development of complex software applications involving
multiple systems and services. They allow connection and communication between different system
components, regardless of the platform, programming language or hardware they are running on. This
makes  the  development  of  applications  and  services  easier  and  more  efficient,  as  it  allows  the
integration of already existing components instead of creating a new solution from scratch.

The  protocols  and  technologies  that  enable  this  communication  are  varied  and tailored  to  the
specific needs of applications. These can be protocols based on XML, JSON, HTTP or specialized
protocols  for  real-time  communication  such  as  WebSockets  or  MQTT.  There  are  also  various
frameworks and libraries  that  facilitate  the creation and implementation of  these protocols  within
applications and services.

As technology continues to evolve, we expect the use and development of software interfaces to
become  even  more  important.  They  will  become  increasingly  complex  and  efficient,  allowing
applications and services to interact with more systems and services than ever before. We will also
likely see an increase in the use of specialized protocols for IoT devices and other applications that
require real-time communication.

In  general,  software  interfaces  play  a  crucial  role  in  the  development  of  modern  software
applications and are essential to enable efficient and scalable communication between various system
components.  By  using  the  right  protocols  and  technologies,  developers  can  create  powerful  and
efficient solutions that meet the specific needs of applications and services.
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In  this  article,  we'll  examine  the  pros  and  cons  of  several  communication  protocols  used  in
software interfaces, including REST, XML-RPC, RPC, SOAP, JSON-RPC, GraphQL, HTTP POST,
WebSockets, MQTT, and the like.

2.  XML-based protocols
XML-based protocols have been widely used in the past to enable communication between various
applications and services. However, in recent years they have been largely replaced by other lighter
and more efficient protocols such as REST and JSON.

Although XML-based protocols are not as popular as they once were, they can still be useful in
certain situations, such as when you need to call a method from another system that uses one of these
protocols.  Also,  some  older  or  more  complex  applications  may  still  use  these  protocols  for
communication.

In general, the use of XML-based protocols can be justified in some situations, but in most cases
the use of other lighter and more efficient protocols such as REST and JSON is recommended. The
following  subsections  outline  the  main  advantages  and  disadvantages  of  the  major  XML-based
protocols, XML-RPC and SOAP,

2.1.  XML-RPC
XML-RPC (Remote Procedure Call) is a protocol that allows a remote method to be called via an

HTTP call to an XML-RPC server [1][2]. This protocol is simple and easy to implement, but it is not
as  efficient  as  other  protocols  due  to  the  large  amount  of  XML  code  required  to  transmit  the
information [3][4][5][6].

Benefits of XML-RPC include:
• XML-RPC can be used in a variety of programming languages because XML is a standard format

that is supported by most programming languages.
• XML-RPC is a simple protocol that does not require much configuration or advanced knowledge

to implement.
• XML-RPC can be used to make procedure calls on a server, which makes it ideal for creating

applications that need to access various resources on a server.
Disadvantages of XML-RPC include:
• XML-RPC uses XML, which is a rather verbose format and can be difficult to read and process

manually.
• XML-RPC is not as flexible as other protocols such as REST because it relies on procedure calls

and does not allow for a resource-oriented approach.
•  XML-RPC may be less  efficient  than other  protocols  such as  JSON-RPC because the XML

format is larger and more complex than the JSON format.

2.2.  SOAP
SOAP (Simple Object Access Protocol) is another XML-based protocol that allows remote methods to
be called via an HTTP call to a SOAP server [7]. This is a more complex and powerful protocol than
XML-RPC, but it is also more cumbersome due to the large amount of XML code required to transmit
the information. Also, SOAP is less flexible than REST or JSON protocols because it is stricter in
terms of message format and allowed operations.

Benefits of SOAP include:
•  Interoperability:  SOAP is  a  platform and language  independent  protocol  so applications  can

communicate in a standardized and interoperable way.
• Security: SOAP provides multiple levels of security, such as encryption and authentication, to

protect transmitted data.



• Flexibility: SOAP allows the use of a large number of data types and complex operations to
perform various functions.

•  Transaction  Support:  The  SOAP  protocol  provides  transaction  support,  thereby  allowing
applications to work with multiple resources and maintain data consistency.

Disadvantages of SOAP include:
• Complexity: SOAP is a complex protocol and can be difficult to understand and implement.
•  Performance:  Using  the  SOAP  protocol  can  affect  system performance  because  there  is  an

overload of network resources and a large amount of data sent.
• File size: SOAP files can be quite large, which can lead to slow response times and network

congestion.
• Compatibility issues: Using different versions of the SOAP protocol between applications can

lead to compatibility issues and may require additional development and testing efforts to resolve
them.

3.  JSON-based protocols
JSON-based protocols are very popular due to their ease of use and small data sizes. JSON (JavaScript
Object Notation) is a lightweight and flexible data format that can be used in a variety of programming
languages.

In general, JSON-based protocols are currently preferred due to their ease of use and small data
sizes. They can be used in a variety of applications and are very useful for developing APIs. However,
it  is important to choose the right protocol based on the specific needs of the application and the
desired level of performance.

The following subsections outline the main advantages and disadvantages of the major JSON-
based protocols, JSON-RPC and GraphQL,

3.1.  JSON-RPC
JSON-RPC is a client-server protocol that uses the JSON format to make procedure calls to a server
[8][9]. This protocol is easy to use and does not require much configuration. Another advantage of
JSON-RPC is that it can be used in a variety of programming languages, including web, mobile, and
desktop [10].

The advantages of the JSON-RPC protocol are:
• Ease of use: JSON-RPC is easy to use and can be implemented in a variety of programming

languages.
• Small transmitted data sizes: JSON is a compact and easily parsed data format, which makes data

transmission efficient and fast.
•  Does  not  require  much  configuration:  The  JSON-RPC  protocol  does  not  require  much

configuration and can be used quickly and easily.
• Compatibility: JSON-RPC can be used in a variety of programming languages and is compatible

with many platforms and technologies.
The disadvantages of the JSON-RPC protocol are:
• Lack of security: The JSON-RPC protocol lacks built-in security functionality, which can be a

problem for applications that transmit sensitive data.
• Data structure limitations: JSON-RPC works best with relatively simple data, and more complex

data structure can be difficult to transmit and manage.
• Lack of standardization: There are several different implementations of the JSON-RPC protocol,

which  can  lead  to  compatibility  issues  between  different  applications  and  platforms  that  use  the
protocol.

3.2.  GraphQL



GraphQL is another popular JSON-based protocol  [11][12]. This is a query protocol that allows the
client to define exactly what data it needs and receive only that data [13][14]. GraphQL can be used in
a variety of programming languages and is particularly used to create APIs  [15][16][17].  Another
benefit  of  GraphQL is  that  it  allows  developers  to  avoid  data  overload  and improve  application
performance by reducing the number of server calls [18][22][19][23].

Advantages of the GraphQL protocol include:
• Flexibility and query power: GraphQL offers great flexibility in terms of querying data, allowing

the client to ask for only the data it needs without having to receive all the data about a resource.
• Performance: Because GraphQL can be used to request only the necessary data, this protocol can

reduce bandwidth and improve application performance.
• Automatic documentation: In GraphQL, documentation is automatically generated based on the

defined schema. This makes it easier for developers who want to use the schema because they don't
have to manually generate the documentation.

• Compatibility with multiple platforms and programming languages: GraphQL can be used with a
variety of programming languages and platforms, making it easy to implement in a wide range of
scenarios.

•  Scalability:  GraphQL can be used to  improve application  scalability  by  allowing data  to  be
distributed across multiple servers and processed separately.

Disadvantages of the GraphQL protocol include:
• Learning curve: For developers who have not used GraphQL before, it may be necessary to learn

a new set of concepts and syntax.
• Implementation complexity: GraphQL implementation can be more complex than other protocols

such as REST.
• Security: Due to the great flexibility offered by GraphQL, it is important to take security measures

to protect sensitive data.
• Dependency management: Because of the flexibility offered by GraphQL, it can be difficult to

manage dependencies between different resources and ensure proper interconnectivity between them.

4.  HTTP-based protocols
HTTP-based protocols are very popular and used worldwide because HTTP is a standard protocol
used for communication between servers and clients on the Internet.

In general, HTTP-based protocols are preferred due to the popularity and standardization of this
protocol. They are easy to use and can be implemented in a variety of programming languages and
platforms. However, it is important to choose the right protocol based on the specific needs of the
application and the desired level of performance.

Two  of  the  most  popular  HTTP-based  protocols  are  REST  and  HTTP  POST.  The  following
subsections outlines their advantages and disadvantages.

4.1.  REST
REST (Representational State Transfer) is a protocol that uses standard HTTP methods such as GET,
POST,  PUT,  and  DELETE to  perform CRUD (Create,  Read,  Update,  and  Delete)  operations  on
resources  [20][23][21].  REST is  an  easy-to-use  protocol  that  can be implemented in  a  variety of
programming languages and platforms [22][23][24][25][26]. Another advantage of REST is that it is
flexible and can be used to build APIs for different types of applications, such as web or mobile
applications [27][28].

The advantages of the REST protocol include:
• Scalability: REST is highly scalable and can handle a large number of requests without affecting

system performance.



• Interoperability: REST can be used in a variety of programming languages and platforms, making
it a very versatile protocol.

• Ease of use: REST is easy to understand and use, thanks to the use of standard HTTP methods
such as GET, POST, PUT and DELETE.

• Flexibility: REST can be used in a variety of scenarios, from creating simple APIs to creating
complex applications.

• Cacheable: REST allows users to store resources locally to reduce load time.
• Security: REST provides a variety of security options, including authentication and authorization.
Disadvantages of the REST protocol include:
• Complexity: REST can be complex in certain scenarios, especially when it comes to building

complex applications.
• Lack of a standard: REST does not have a defined standard and its implementation may vary from

application to application.
• Limited performance: In the case of requests with a lot of data, the performance of the REST

protocol can be limited.
• Lack of functionality: REST focuses more on resources rather than actions, which means it is not

suitable for all scenarios.
• Vulnerability to attacks: REST can be vulnerable to some attacks, such as Cross-Site Request

Forgery (CSRF) or Cross-Site Scripting (XSS) attacks.

4.2.  HTTP POST
HTTP POST is another HTTP-based protocol that is used to send data from the client to the server.
This protocol is mainly used to send data in an HTML form or to send data via an XMLHttpRequest
object in web applications. It is a simple protocol and can be used in a variety of scenarios [25][29]
[30].

Benefits:
•  The  HTTP  POST (form data)  protocol  is  easy  to  use  and does  not  require  much  technical

knowledge to implement.
• This protocol is supported by most web servers and can be used in a variety of scenarios.
• It allows sending a large amount of data because the data is sent through the body of the HTTP

request.
Disadvantages:
• The HTTP POST (form data) protocol is not ideal for sending sensitive data because the data is

transmitted in clear text and can be intercepted by an attacker.
• This protocol is not optimal for sending large files as it may be blocked by servers that have file

size limits.
• Using the HTTP POST (form data) protocol can be slower than other protocols because the entire

body of the HTTP request must be sent to the server.

5.  Protocols for real-time communication
Real-time communication protocols are essential in many modern applications that require two-way
communication between client and server in real time. Such apps include multiplayer games, chat
apps, monitoring apps and more.

In general, protocols for real-time communication are essential in many modern applications and
must be considered when designing an application that requires two-way real-time communication
[31][29][30].  The following subsections describe Websockets and MQTT, two protocols which are
preferred by software developers whenever real-time communication is considered for an application.

5.1.  WebSockets



WebSockets  is  one  of  the  most  popular  protocols  for  real-time  communication.  It  allows  a
persistent connection between the client and the server, which means that the client and the server can
communicate in real time over this connection. WebSockets is a bandwidth-efficient protocol and can
be used in a variety of scenarios,  including multiplayer  games,  chat  applications,  and monitoring
applications [32][29][30][33].

Advantages of the WebSockets protocol:
•  Two-way  real-time  communication:  WebSockets  enable  real-time  two-way  communication

between client and server, thus enabling the creation of complex applications such as multiplayer
games or real-time collaboration applications.

• Bandwidth efficient: The WebSockets protocol is bandwidth efficient because it allows persistent
communication between client and server without the need to send HTTP headers with each request
and response.

• Improved security: WebSockets allows the use of SSL/TLS encrypted connections, thus enabling
secure communication between client and server.

Disadvantages of the WebSockets protocol:
•  Firewalls:  WebSockets  can be blocked by firewalls,  which can prevent  users  from accessing

applications that use this protocol.
•  Not  optimized  for  transferring  large  files:  The  WebSockets  protocol  is  not  optimized  for

transferring large files because they must be broken into smaller pieces and sent as messages.
• Complexity:  The WebSockets protocol  can be more complex than other protocols because it

requires a special implementation on the server to enable real-time two-way communication.

5.2.  MQTT
MQTT is another popular protocol for real-time communication. It is mainly used to send messages

between IoT (Internet of Things) devices. MQTT is a very bandwidth-efficient protocol because it uses
a publish-subscribe model,  meaning that  messages are only sent  to clients that  subscribe to those
messages. This protocol can be used in a variety of scenarios, including monitoring and controlling
IoT devices [32][33][29][30][33].

The advantages of the MQTT protocol include:
• Power efficiency: MQTT was designed for use in IoT devices with limited power resources. This

protocol consumes little power and can be used on batteries for long periods of time.
• Bandwidth efficiency: MQTT uses a publish/subscribe model, which means that only devices that

are  interested  in  certain  messages  receive  those  messages.  This  makes  MQTT a  very  bandwidth
efficient protocol.

• Scalability: MQTT is designed to be highly scalable. This protocol can be used in systems with
thousands or even millions of connected devices.

• Reliability: MQTT has a QoS (Quality of Service) mechanism that guarantees the delivery of
messages under reliable conditions. This feature makes MQTT an ideal protocol for reliability-critical
applications.

• Security: MQTT supports message authentication and encryption, which makes this protocol safe
to use.

Disadvantages of the MQTT protocol include:
• Complexity: MQTT is a fairly complex protocol that can be difficult for inexperienced users to

understand.
• Functionality limitations: MQTT is a simple protocol and does not have the same capabilities as

other protocols such as HTTP. In certain scenarios, these limitations can be a problem.
• Latency: Because of the way the publish/subscribe model works, there is sometimes some delay

between when a device publishes a message and when other subscribed devices receive that message.



6.  Conclusions
In  this  article,  we  have  examined  several  protocols  used  in  software  interfaces,  analyzing  their
advantages and disadvantages. XML-based protocols are more complex, but can be used to connect
different software systems. JSON-based protocols are easy to use and can be used to perform client-
server and query interactions. HTTP-based protocols are very popular and easy to implement, and
real-time communication protocols are especially used for chat applications, multiplayer games, and
IoT devices.

In  conclusion,  the  choice  of  a  protocol  largely  depends  on  the  specific  requirements  of  the
application  and  the  ability  to  implement  the  protocol  in  a  particular  programming  language  or
platform. In general, the best options are those that offer a combination of ease of use, efficiency, and
scalability.
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